The complete Javascript course

**Fundamentos parte 1:**

Una **expresión** es un fragmento de código que produce un valor. Ejemplo: 3 + 4.

Una **declaración** es un fragmento de código más grande que se ejecuta y que no produce un valor por sí mismo. Es como la estructura del código, por ejemplo, el if.

**Fundamentos parte 2:**

**Modo estricto:** es un modo especial que podemos activar en JS, el cual nos facilita escribir código seguro.

Para activarlo debemos colocar el principio del archivo script.js el siguiente string: “use strict”

**Functions:** están las declaradas y las expresadas. Un parámetro es lo que ponemos como nombre en los paréntesis, un argumento es el valor que le damos a ese parámetro.

Las funciones declaradas son aquellas que declaramos con function nombre (){}. A estas funciones las podemos llamar antes de ser declaradas.

En cambio, una función expresada la tenemos que guardar en una variable y va sin nombre la function.

**Ciclo for:**

En el ciclo for tenemos dos declaraciones que podemos agregar:

* **Continue:** la cual sirve para salir de la iteración actual del ciclo y continuar con la siguiente. Ejemplo:
* for (let i = 0; i < jonas.length; i++) {
* if (typeof jonas[i] !== 'string') continue;
* console.log(jonas[i], typeof jonas[i]);
* }
* **Break:** se utiliza para terminar completamente el ciclo. Ejemplo:
* for (let i = 0; i < jonas.length; i++) {
* if (typeof jonas[i] === 'number') break;
* console.log(jonas[i], typeof jonas[i]);
* }

**While for:**

No depende de una variable de contador. No sabemos cuántas iteraciones tendrá el ciclo for.

let dice = Math.trunc(Math.random() \* 6) + 1;

while (dice !== 6) {

  console.log(`You rolled a ${dice}`);

  dice = Math.trunc(Math.random() \* 6) + 1;

  if (dice === 6) console.log('Loop is about to end...');

}

**DEVELOPER SKILLS-03:**

**Prettier:** es una extensión que sirve para ordenar el código. Podemos hacer un archivo “.prettierrc” y abrir un objeto {} el cual le especificamos que configuraciones queremos que tenga, como por ejemplo que escriba doble comillas o simples, etc.

**Pasos para resolver problemas:**

1. Asegurarse de que estés entendiendo bien el problema. Hacer las preguntas correctas para conseguir un claro panorama del problema.
2. Divide y vencerás: hay que dividir el problema en pequeños problemas, porque de esta manera los pequeños problemas son más fáciles de resolver.
3. Si no sabemos resolver uno de estos pequeños problemas solamente tenemos que investigar. Google, Stack Overflow, MDN.

**Debugging:**

Poseemos aparte del console.log() otros tipos de console:

* Console.warn(): te da una advertencia del dato.
* Console.error() te da un error.
* Console.table() te muestra en una tabla.

Sirven para encontrar errores.

En las herramientas de programador en Google, en la ventana de “Source” podemos poner un breakpoint y evaluar hasta ahí cómo va el código para encontrar el error.

**GUESS MY NUMBER:**

Para hacer un numero aleatorio utilizamos el método **Math** con su propiedad **random**. Esto no provoca un numero aleatorio del 0 al 1, con decimales incluidos. Si queremos que llegue hasta el 20 lo multiplicamos por 20. Ej: Math.random()\*20

Ahora a todo esto para que nos de un número entero debemos encerrarlo con el método Math nuevamente, pero en su propiedad **trunc**, y sumarle 1. Ej: **Math.trunc(Math.random()\*20+1)**

**PRIMITIVES VALUES VS REFERENCES VALUES:**

Para fusionar dos objetos y que nos devuelva un objeto nuevo en el cual cambiemos sus datos podemos hacerlo de las siguientes maneras:

**De manera superficial:** es decir que si dentro de un objeto tenemos otro objeto este no podrá copiar ese sub-objeto. Por ejemplo:

const jessica = {

  firstName: 'Jessica',

  lastName: 'Williams',

};

const jessicaCopy = Object.assign({}, jessica);

jessicaCopy.lastName = 'Davis';

Este nuevo objeto llamado jessicaCopy poseerá todas las propiedades y valores del objeto jessica, pero le modificamos su apellido en “Davis”.

**De manera profunda:** copia todo lo que tenga el objeto. Por ejemplo:

No lo vi en la sección. Pero se usa una librería como LoDash.

Lo que pasa es que cuando al objeto jessica le asignamos un array de familia, y al hacer el nuevo objeto jessicaCopy modificamos ese array, el objeto original también se modica, y no es lo que queremos.

**DESTRUCTURING ARRAYS:**

const array = [1, 2, 3];

const [a, b, c] = array;

console.log(a, b, c) // 1, 2, 3

**Si quiero saltarme un elemento y tomar el primero y el tercero por ejemplo sería así:**

const [first, , third] = array;

console.log(first, third)// 1, 3

**Para reasignar valores podríamos hacerlo de la siguiente manera:**

const array = [1, 2, 3];

const [main, secondary] = array;

console.log(main, secondary) // 1, 2

[main, secondary] = [secondary, main]

console.log (main, secondary) // 2, 1

Con esto estamos diciendo que main ahora tiene el valor de secondary, y secondary tiene el valor de main.

**Para destructurar un array que tiene a la vez un array dentro haríamos así:**

const nested = [1, 2, [3, 4]];

const [oneElem, , [thirdElem, fourElem]] = nested;

console.log(oneElem, thirdElem, fourElem)// 1, 3, 4;

**Default values:** para destructurar un array que no sabemos cuántos elementos tiene.

const [p = 1, q = 1, r=1] = [8, 9];

console.log(p,q,r); //8, 9, 1

Como no sabemos cuantos elementos puede tener un array le asignamos un valor por defecto. Entonces como el array no tiene un tercer elemento, “r” pasa a valer 1, por el valor que le dimos por defecto.

**DESTRUCTURING OBJECTS:**

A diferencia que en la destructuración con arrays, en los objetos no hay que dejar un espacio en blanco para saltearse el orden.

const restaurant = {

  name: 'Classico Italiano',

  location: 'Via Angelo Tavanti 23, Firenze, Italy',

  categories: ['Italian', 'Pizzeria', 'Vegetarian', 'Organic'],

  starterMenu: ['Focaccia', 'Bruschetta', 'Garlic Bread', 'Caprese Salad'],

  mainMenu: ['Pizza', 'Pasta', 'Risotto'],

  openingHours: {

    thu: {

      open: 12,

      close: 22,

    },

    fri: {

      open: 11,

      close: 23,

    },

    sat: {

      open: 0, // Open 24 hours

      close: 24,

    },

  },

};

Así destructuramos:

const {name, openingHours, categories} = restaurant

**Si queremos darles nuevos nombres a esas variables destructuradas haríamos así:**

const {name: restaurantName, openingHours: hours, categories: tags} = restaurant

console.log(restaurantName, hours, tags);

**Default values:**

const {menu = [], starterMenu: starters = []} = restaurant

console.log(menu, starters); //[], todo el objeto de starters...

**Mutating variables:**

let a = 111;

let b = 999;

const obj = {

  a: 23,

  b: 7,

  c: 14

}

({a, b} = obj);

console.log(a,b); //ahora a=23 y b=7

Hay que envolverlo entre paréntesis porque si arrancamos una sintaxis con {} Javascript espera un bloque de código.

**Nested objects:**

const {openingHours} = restaurant;

const {fri: {open, close}} = openingHours

console.log(open, close); //11, 23

**SPREAD OPERATOR:**

Extrae todos los elementos de un array.

const arr = [4, 5, 6];

const newArr = [1,2,3, ...arr]

console.log(newArr);//1,2,3,4,5,6

**En un string:**

const str = "joaquin"

const letters = [...str];

console.log(letters); //"j","o","a","q","u","i","n"

**En un objeto:**

const newRestaurant = {...restaurant, founder: "Joaquín"};

console.log(newRestaurant);//todo el objeto de restaurante, + founder: "Joaquín"

**REST PATTERN AND PARAMETERS:**

Reste pattern recopila los elementos que no se utilizan en la destructuración. El rest pattern debe ser el último elemento.

//  Rest because on LEFT of =

const [a, b, ...others] = [1, 2, 3, 4, 5]

console.log(a, b, others);//1, 2, [3, 4, 5]

const [pizza, pasta, ...otherfood] = [...restaurant.mainMenu, ...restaurant.starterMenu];

console.log(pizza, pasta, otherfood);//pizza, pasta, ['Risotto','Focaccia','Bruschetta','Garlic Bread','Caprese Salad']

**Object:**

const { sat, ...weekdays} = restaurant.openingHours;

console.log(weekdays); //muestra el objeto de los días thu y fri

**Function:**

function add (...numbers) {

  let sum = 0;

  for (let i = 0; i < numbers.length; i++) {

    sum += numbers[i]

  }

  console.log(sum);

}

add(5,4); //9

add(4,6,3,4); //17

add(2,6,7);//15

const x = [1,2,3]

// spread operator

add(...x)//6

**DIFERENCIA ENTRE SPREAD OPERATOR Y REST PATTERN:**

* Spread operator lo utilizamos cuando escribimos valores separados por coma.
* Rest pattern lo utilizamos cuando escribimos nombres de variables separadas por coma.

**SHORT CIRCUITING (&&, ||):**

* Pueden usar cualquier tipo de dato.
* Retornan cualquier tipo de dato.
* Hacen el short-circuiting.

El operador || devolverá el primer valor verdadero que haya, en caso de que no haya un booleano.

**3 || “joaquin” \\ devuelve el 3.**

El short-circuiting del operador && corta cuando el primer valor es falso.

**0 && “Joaquin” \\ devuelve 0**

Si el primer valor es verdadero continua la evaluación y devuelve el último valor.

**7 && “joaquin” \\ devuelve “joaquin”**

**THE NULLISH COALESCING OPERATOR (??)**

Este operador trabaja con la idea de valores NULL en lugar de valores FALSY.

Los valores nullish son NULL o UNDEFINED. No incluye el 0, ni un string vacío “”.

restaurant.numGuest = 0;

const guestCorrect = restaurant.numGuest ?? 10;

console.log(guestCorrect);// el valor da 0

**LOGICAL ASSIGMENTS OPERATORS**

const rest1 = {

  name: "Capri",

  numGuests: 20

}

const rest2 = {

  name: "La Piazza",

  owner: "Giovanni Rossi"

}

rest2.numGuests = rest2.numGuests || 10;

rest1.numGuests = rest1.numGuests || 10;

**Operador de asignación de órdenes (||=):** Podemos escribir la línea anterior de una manera más rápida. Este operador asigna un valor a una variable si esa variable es actualmente falsa.

// Operador de asignación de órdenes

rest1.numGuests ||= 10;

rest2.numGuests ||= 10;

**Operador de asignación nullish (??=):** asigna un valor a una variable si esa variable exacta es actualmente nullish.

// Operador de asignación nullish

// Si el rest1 tuviera de numGuests = 0, las líneas anteriores darían de resultado 10 porque 0 es un valor falso

rest1.numGuests ??= 10;

rest2.numGuests ??= 10;

**Operador de asignación AND(&&=):** asigna un valor a una variable si es actualmente TRUTY.

// Operador de asignación AND

rest1.owner &&= "ANONYMOUS";

rest2.owner &&= "ANONYMOUS";

**THE FOR OF LOOP**

// FOR OF LOOP

const menu = [...restaurant.mainMenu, ...restaurant.starterMenu];

for (const item of menu) console.log(item);//Pizza Pasta Risotto Focaccia Bruschetta Garlic Bread Caprese Salad

**Si queremos también el índice utilizamos .entries():**

for (const item of menu.entries()) {

  console.log(item); //[ 1, 'Pasta' ][ 2, 'Risotto' ][ 3, 'Focaccia' ][ 4, 'Bruschetta' ][ 5, 'Garlic Bread' ][ 6, 'Caprese Salad' ]

}

**Podemos destructurar:**

for (const [i, el] of menu.entries()) {

  console.log(`${i + 1}: ${el}`);//1: Pizza 2: Pasta 3: Risotto 4: Focaccia 5: Bruschetta 6: Garlic Bread 7: Caprese Salad

}

**ENHANCED OBJECT LITERALS**

1. En el Javascript moderno si tenemos un objeto por fuera de otro objeto y queremos agregarlo adentro del objeto ya no hace falta escribir por ejemplo openingHours: openingHours. Con tan solo escribirlo una sola vez el sistema ya lo reconoce.
2. Para escribir funciones ya no hace falta escribirla con un nombre de propiedad: function… Ahora con escribir el nombre de la function ya está. Ejemplo: order () {…}
3. Ahora podemos calcular los nombres de las propiedades en lugar de tener que escribirlos de forma manual y literal.

const weekdays = ["mon", "tue", "wed", "thu", "fri", "sat", "sun"];

const openingHours = {

[weekdays[3]]: {

open: 12,

close: 22,

},

[weekdays[4]]: {

open: 11,

close: 23,

},

[weekdays[5]]: {

open: 0, // Open 24 hours

close: 24,

},

}

**OPTIONAL CHAINING (?)**

if (restaurant.openingHours && restaurant.openingHours.mon) {

  console.log(restaurant.openingHours.mon.open);

}

// WITH OPTIONAL CHAINING

console.log(restaurant.openingHours.mon?.open);

Si esto no existe devuelve automáticamente UNDEFINED.

Podemos agregar todos los optional chaining que queramos evaluar

Ejemplo:

console.log(restaurant.openingHours?.mon?.open);

const days = ["mon", "tue", "wed", "thu", "fri", "sat", "sun"];

for(const day of days) {

  const open = restaurant.openingHours[day]?.open ?? "closed";

  console.log(`On ${day}, we open at ${open}`);

}

**Se puede utilizar para verificar métodos:**

console.log(restaurant.order?.(0,1) ?? "Method does not exit");

Primero verifico si el método existe, y luego lo ejecuto.

**Como también para verificar si un array está vacío:**

const users = [{name:"joaquin"}];

console.log(users[0]?.name ?? "User is empty");//joaquin

**LOOPING OBJECTS**

**Recorrer las propiedades(keys):** Utilizamos Object.keys()

for (const day of Object.keys(restaurant.openingHours)){

  console.log(day);//thu, fri, sat

}

**Recorrer los valores(values):** Utilizamos Object.values()

const values =Object.values(restaurant.openingHours);

console.log(values);//[{ open: 12, close: 22 },{ open: 11, close: 23 },{ open: 0, close: 24 }]

**Recorrer keys y values:** Utilizamos Object.entries()

const entries = Object.entries(restaurant.openingHours);

console.log(entries);//[[ 'thu', { open: 12, close: 22 } ],[ 'fri', { open: 11, close: 23 } ],[ 'sat', { open: 0, close: 24 } ]]

for (const [key, {open, close}] of entries) {

  console.log(`On ${key} we open at ${open} and close at ${close}`);

  //On thu we open at 12 and close at 22. On fri we open at 11 and close at 23. On sat we open at 0 and close at 24

}

**SETS**

Los **sets** son una colección de valores únicos. Eso significa que un **set** nunca puede tener duplicados.

Para crear un set debemos escribir **new Set(**le pasamos un iterable, como un array, string**)**

const orderSet = new Set(["pizza", "pasta", "pasta", "pizza", "risotto"])

console.log(orderSet);//pizza, pasta, risotto

Como te das cuenta, elimina los duplicados.

**Set.size:** da la cantidad de elementos que posee el set.

const orderSet = new Set(["pizza", "pasta", "pasta", "pizza", "risotto"])

console.log(orderSet.size); // 3

**Set.has(**preguntamos por el elemento que buscamos**):** para ver si un elemento está dentro del set. Nos devuelve un booleano.

console.log(orderSet.has("pizza")); //true

**Set.add(**pasamos el elemento que queremos agregar**):**

orderSet.add("Garlic Bread");

console.log(orderSet);//'pizza', 'pasta', 'risotto', 'Garlic Bread'

**Set.delete(**pasamos el elemento que queremos borrar**):**

orderSet.delete("risotto")

console.log(orderSet);//'pizza', 'pasta', 'Garlic Bread'

**Set.clear():** sirve para eliminar todos los elementos de un set.

**Podemos iterar sobre un set:**

for (const order of orderSet) console.log(order); //pizza, pasta, Garlic Bread

**Transformar un set en un array:** usamos el spread operator

const staff = [“Waiter”, “Chef”, “Manager”, “Waiter”, “Chef”, “Waiter”];

const staffUnique = […new Set(staff)];

console.log(staffUnique); //[ ‘Waiter’, ‘Chef’, ‘Manager’ ]

**MAPS:**

Un map es una estructura de datos que podemos usar para asignar valores a claves. La diferencia entre un map y objeto, es que en los maps las keys pueden tener cualquier tipo de dato. En los objetos, las keys son básicamente strings.

Al igual que antes con los sets, los maps se crean de la misma manera:

**new Map()**

**Llenar el Map: map.set(**keyName, value**)**

const rest = new Map();

rest.set("name", "Classico Italiano");

rest.set(1, "Firenze, Italy");

console.log(rest);//{ 'name' => 'Classico Italiano', 1 => 'Firenze, Italy' }

El .set() nos devuelve el Map actualizado, por lo que podemos seguir haciendo .set() al terminar algo seteado, ejemplo:

rest

  .set(2, 'Lisbon', 'Portugal')

  .set('categories', ['Italian', 'Pizzeria', 'Vegetarian', 'Organic'])

  .set('open', 11)

  .set('close', 23)

  .set(true, 'We are open')

  .set(false, 'We are closed');

**Map.get(**pasamos el nombre de la key**):** para leer datos de un map.

console.log(rest.get("name"));//Classico Italiano

console.log(rest.get(true));//We are open

**Map.has(**keyName**):** determina si el Map tiene cierta key. Devuelve un booleano.

console.log(rest.has("categories"));//true

**Map.delete(**keyName**):** borra una key.

rest.delete(2);//borro la segunda ubicación del restaurante

**Map.size:** para ver cuántos elementos tenemos.

console.log(rest.size);//8

**Map.clear():** borra todo del Map.

rest.clear();

console.log(rest);//Map(0) {}

**MAPS ITERATION:**

**Otra forma de inicializar un Map:** pasandole un array de arrays, en cada array especificamos key y value.

const question = new Map([

  ["question", "What is the best programming language in the world?"],

  [1, "C"],

  [2, "Java"],

  [3, "Javascript"],

  ["correct", 3],

  [true, "Correct"],

  [false, "Try again!"]

]);

**Convertir un objeto en un map:** con Object.entries()

const hoursMap = new Map(Object.entries(restaurant.openingHours))

console.log(hoursMap); //Map(3) {'thu' => { open: 12, close: 22 },'fri' => { open: 11, close: 23 },'sat' => { open: 0, close: 24 }}

**ITERAR:**

for (const [key, value] of question) {

  if (typeof key === "number") {

    console.log(`Answer ${key}: ${value}`);

    //Answer 1: C, Answer 2: Java, Answer 3: Javascript

  }

}

**Convertir un map en un array:** con el spread operator.

console.log([...question]); //[[ 'question', 'What is the best programming language in the world?' ],[ 1, 'C' ],[ 2, 'Java' ],[ 3, 'Javascript' ],[ 'correct', 3 ],[ true, 'Correct' ],[ false, 'Try again!' ]]

**¿QUÉ ESTRUCTURA DE DATOS USAR?**

Preguntas que debemos hacernos:

1. **¿Solo necesitamos una lista simple de valores?**

Si es así, usaremos un **array** o un **set**.

Si necesitamos key-value, entonces usaremos un **object** o un **map**. Lo que nos permite tener una descripción del value, porque tenemos una key descriptiva.

**ARRAYS vs SETS:**

Debemos usarlos para listas simple de valores, cuando no necesitamos describir los valores.

|  |  |
| --- | --- |
| **ARRAY** | **SETS** |
| Almacenar valores en orden y puedan tener valores duplicados. | Usarlo cuando trabajemos con valores únicos |
| Cuando necesitemos manipular datos | Cuando la alta performance sea realmente importante, porque operaciones como buscar un elemento o borrarlo puede ser 10 veces más rápido en sets que en arrays. |
|  | Usarlo para remover valores duplicados de un array. |

**OBJECTS vs MAPS:**

Debemos utilizar esta estructura de key-values data, cada vez que necesitemos describir los valores usando claves.

|  |  |
| --- | --- |
| **OBJECTS** | **MAPS** |
| Es el más tradicional, pero está siendo muy abusado de su uso. | Ofrece una mejor performance. |
| Son fáciles de escribir y de acceder a los datos usando simplemente **.** o el operador de corchetes []. | Las keys pueden tener cualquier tipo de dato |
|  | Son fáciles de iterar. |
|  | Y fáciles de calcular el tamaño del Map. |
| Usar cuando necesitemos incluir funciones (methods), accedemos a ellas con la keyword **this**. Lo cual no tienen los Maps. | Usar cuando necesitemos mapear key y values. |
| Usar cuando trabajemos con un JSON. | Usar cuando necesitemos keys que no sean strings |

**MÉTODOS DE LOS STRING**

**length:** para ver la longitud de caracteres del string.

**indexOf(**pasar la letra o palabra que buscamos**):** para encontrar alguna letra o palabra.

**lastIndexOf(**pasar la letra o palabra**):** para encontrar la última letra que buscamos.

**.slice():** dentro de los paréntesis le pasamos el índice donde queremos que empiece a buscar, y si queremos un índice final donde termine de buscar. A su vez, el valor final no está incluido en el string. Devuelve un subString.

const airlane = "TAP Air Portugal";

console.log(airlane.slice(4));//Air Portugal

**.toLowerCase():** no necesita argumentos. Transforma todo el string en minúsculas.

console.log(airlane.toLowerCase());//tap air portugal

**.toUpperCase():** no necesita argumentos. Transforma todo el string en mayúsculas.

console.log(airlane.toUpperCase());//TAP AIR PORTUGAL

Ejemplo para combinar uppercase y lowercase:

const passenger = "jOnAS";

const passengerLower = passenger.toLowerCase();

const passengerCorrect = passengerLower[0].toUpperCase() + passengerLower.slice(1);

console.log(passengerCorrect); //Jonas

**.trim():** método para recortar los espacios que se encuentran al principio y final de un string.

const email = "hello@jonas.io";

const loginEmail = "   Hello@jonas.io   ";

const lowerEmail = loginEmail.toLowerCase();

const trimmedEmail = lowerEmail.trim();

console.log(trimmedEmail);//hello@jonas.io

// Podemos hacerlo en una sola línea

const normalizedEmail = loginEmail.toLocaleLowerCase().trim();

console.log(normalizedEmail);//hello@jonas.io

**.replace():** dentro de los paréntesis pasamos dos argumentos, el primero es el elemento que queremos reemplazar, y el segundo es el elemento por el cual lo reemplazamos.

const priceGb = "288,97£";

const priceUS = priceGb.replace("£", "$").replace(",", ".");

console.log(priceUS);//288.97$

**Métodos que devuelven booleans:**

const plane = "A320neo"

**Includes():** pasarle en los paréntesis el string que estemos buscando.

console.log(plane.includes("A320"));//true

**startsWith():** pasarle en los paréntesis el string con el que pensamos que empieza, nos devuelve true o false dependiendo si arranca con lo que escribimos como parámetro o no.

console.log(plane.startsWith("Air"));//false

**endsWith():** igual al anterior pero preguntando si el string termina con lo que le pasamos como parámetro.

console.log(plane.endsWith("neo"));//true

**.split():** nos permite dividir un string en múltiples partes en función de una cadena divisoria. Le pasamos como argumento un elemento divisorio. Nos devuelve un array.

console.log("a+very+nice+string".split("+"));//[ 'a', 'very', 'nice', 'string' ]

console.log("Joaquin Caggiano".split(" "));//[ 'Joaquin', 'Caggiano' ]

const [firstName, lastName] = "Joaquin Caggiano".split(" ");

console.log(firstName, lastName);//joaquin caggiano

**.join():** une un string, debemos pasarle como parámetro como lo queremos unir, con un espacio, un guion, etc.

Le pasamos un espacio:

const newName = ["Mr.", firstName, lastName.toUpperCase()].join(" ");

console.log(newName);//Mr. Joaquin CAGGIANO

Le pasamos un guion:

const newName = ["Mr.", firstName, lastName.toUpperCase()].join("-");

console.log(newName);//Mr.-Joaquin-CAGGIANO

Función para agregar mayúsculas a un nombre:

const capitalizeName = function(name){

  const names = name.split(" ");

  const namesUpper = [];

  for (const n of names) {

    // namesUpper.push(n[0].toUpperCase() + n.slice(1))

    namesUpper.push(n.replace(n[0], n[0].toUpperCase()))

  }

  console.log(namesUpper.join(" ")); //Joaquin Caggiano

}

capitalizeName("joaquin caggiano")

**.padStart():** sirve para agregar caracteres al principio de un string. El primer parámetro es la cantidad de caracteres que queremos agregar, y el segundo el carácter que vamos a agregar.

**.padEnd():** igual que el anterior pero agrega al final.

const message = "Joaquin";

console.log(message.padStart(20, "-").padEnd(25, "+"));

//-------------Joaquin+++++

Función para que se vean solo los 4 últimos dígitos de una tarjeta:

const maskCreditCard = function (number) {

  const str = number + "";//esto transforma el numero en un string;

  const last = str.slice(-4);

  return last.padStart(str.length, "\*");

}

console.log(maskCreditCard(134256457658));//\*\*\*\*\*\*\*\*7658

**.repeat():** nos permite repetir el mismo string múltiples veces. Le pasamos como argumento la cantidad de veces que queremos que se repita.

const messageAirPlane = "Todos los vuelos estan demorados.... ";

console.log(messageAirPlane.repeat(3)); //se repite el mensaje 3 veces

**MÓDULO 10: A CLOSER LOOK AT FUNCTIONS**

**DEFAULT PARAMETERS**

Los default values se pasan directamente en los parámetros de la function, y pueden contener cualquier expresión.

const bookings = [];

const createBooking = function (flightNum, numPassengers = 1, price = 199 \* numPassengers) {

    // Como se hacia antes de la nueva versión de JS

//     numPassengers = numPassengers || 1;

//     price = price || 199;

    const booking = {

        flightNum,

        numPassengers,

        price

    }

    console.log(booking);

    bookings.push(booking)

};

createBooking("LH123");//{ flightNum: 'LH123', numPassengers: 1, price: 199 }

createBooking("LH145", 3, 1000);//{ flightNum: 'LH145', numPassengers: 3, price: 1000 }

createBooking("HR356", 4)//{ flightNum: 'HR356', numPassengers: 4, price: 796 }

**FIRST-CLASS and HIGHER-ORDER FUNCTIONS**

First class functions:

* Javascript trata a las funciones como first-class citizens.
* Esto significa que son simplemente valores.
* Las funciones son sólo otro tipo de objetos.
* Al ser valores las podemos almacenar en variables o en propiedades de objetos.
* También podemos pasar funciones como argumentos de otras funciones.
* Podemos devolver una función desde otra función.
* Podemos llamar métodos en funciones.bind()

Higher order functions:

* Son funciones que reciben otra función como argumento y retornan una nueva función, o ambas.
* Esto es posible debido a las First class functions.

**FUNCTIONS ACCEPTING CALLBACKS FUNCTIONS**

const oneWord = function (str) {

    return str.replace(/ /g, "").toLowerCase();

}

const upperFirstWord = function (str) {

    const [first, ...others] = str.split(" ");

    return [first.toUpperCase(), ...others].join(" ");}

// Higher-order functions

const transformer = function (str, fn) {

    console.log(`Original string: ${str}`);//Original string: JavaScript is the best!

    console.log(`Transformed string: ${fn(str)}`);//Transformed string: JAVASCRIPT is the best!

    console.log(`Transformed by: ${fn.name}`);//Transformed by: upperFirstWord

}

transformer("JavaScript is the best!", upperFirstWord);

// Higher-order functions

const transformer = function (str, fn) {

    console.log(`Original string: ${str}`);//Original string: JavaScript is the best!

    console.log(`Transformed string: ${fn(str)}`);//Transformed string: javascriptisthebest!

    console.log(`Transformed by: ${fn.name}`);//Transformed by: oneWord

}

transformer("JavaScript is the best!", oneWord);

**FUNCTIONS RETURNING FUNCTIONS**

const greet = function (greeting) {

    return function (name) {

        console.log(`${greeting} ${name}`); //Hey Joaquín

    }

}

const greeterHey = greet("Hey");

greeterHey("Joaquín")

greet("Hello")("Joaquín")//Hello Joaquín

// Arrow function

// como lo resolví yo

const greet = (greeting) => {

    const arrowGreet = (name) => {

        console.log(`${greeting} ${name}`);

    }

    return arrowGreet

}

greet("Hola")("Mauro")

// Como lo resolvió Jonas

const greetArr = greeting => name => console.log(`${greeting} ${name}`);

greetArr("Hi")("Jonas")

**THE CALL AND APPLY METHODS**

const lufthansa = {

    airline: "Lufthansa",

    iataCode: "LH",

    bookings: [],

    book(flightNum, name){

        console.log(`${name} booked a seat on ${this.airline} flight ${this.iataCode}${flightNum}`);

        this.bookings.push({flight: `${this.iataCode}${flightNum}`, name})

    }

}

lufthansa.book(239, "Joaquín Caggiano");//Joaquín Caggiano booked a seat on Lufthansa flight LH239

lufthansa.book(639, "Alumine Llado");//Alumine Llado booked a seat on Lufthansa flight LH639

console.log(lufthansa);

const eurowings = {

    airline: "Eurowings",

    iataCode: "EW",

    bookings: []

}

const book = lufthansa.book;

// Does not work

// book(23, "Sarah Williams") no funciona porque no encuentra la palabra clave this

**CALL METHOD:**

**.call(**arg1, arg2**):** el primer argumento que le pasamos es al que queremos que apunte la palabra clave **this**, el segundo argumento son los argumentos normales de la función.

Este método nos permite establecer la palabra clave **this** en cualquier función que queramos llamar.

book.call(eurowings, 23, "Sarah Williams");

book.call(lufthansa, 543, "Mauro Mazzieri");

**APPLY METHOD:** no se usa más en el moderno JavaScript.

**.apply():** hace exactamente lo mismo, pero la única diferencia es que **apply** no recibe una lista de argumentos después de la palabra clave **this**. En cambio, va a recibir un array de argumentos.

**Esto no se usa más…**

const flightData = [485, "Indiana Jones"];

book.apply(eurowings, flightData);

console.log(eurowings);

**Porque se puede hacer esto:**

book.call(eurowings, ...flightData);

**THE BIND METHOD**

Nos permite al igual que el método **call** establecer manualmente la palabra clave **this** en cualquier llamado a una función.

La diferencia es que **bind** no llama inmediatamente a la función. En cambio, devuelve una nueva función, donde la palabra clave **this** está vinculada. Por lo tanto, se establece en cualquier valor que le pasemos al **bind**.

const bookEW = book.bind(eurowings);

bookEW(666, "Dario Barassi");

console.log(eurowings);//{ flight: 'EW666', name: 'Dario Barassi' }

// Podemos establecer parámetros antes

const bookEW666 = book.bind(eurowings, 666);

bookEW666("Goku");

console.log(eurowings);//{ flight: 'EW666', name: 'Goku' }

**Objetos junto con detectores de eventos:**

lufthansa.planes = 300;

lufthansa.buyPlane = function () {

    console.log(this);

    this.planes++

    console.log(this.planes);

}

document.querySelector(".buy").addEventListener("click", lufthansa.buyPlane.bind(lufthansa))

**Partial applications:**

const addTax = (rate, value) => value + value \* rate;

const addVAT = addTax.bind(null, 0.23);

// addVat = value => value + value \* 0.23

Retornando una function dentro de otra function:

const addTaxRate = function(rate){

    return function (value) {

        return value + value \* rate

    }

};

const addVAT2 = addTaxRate(0.23);

console.log(addVAT2(100));//123

console.log(addVAT2(23));//28.29

**INMEDIATLY INVOKED FUNCTIONS EXPRESSIONS (IIFE)**

Hay veces que queremos que una function solo funcione una sola vez. Debemos convertir la function en una expresión poniendola entre paréntesis() y ejecutarla().

(function(){

    console.log("This function will never run again");

})();

// con arrow function también funciona

(() => console.log("This function will ALSO never run again"))()

Una de las razones por las cuales se usaban estas funciones inmediatamente invocadas era para proteger variables que no queríamos que se sobrescribieran, haciéndolas privadas por el scope.

Pero esto ya no se usa más ya que podemos crear un bloque de código usando las llaves:

{

    const privateData = "Joaquín"

}

console.log(privateData);//ReferenceError: privateData is not defined

**CLOSURES**

Un **closure** hace que una function recuerde todas las variables que existían en el lugar de nacimiento de la function.

Una function siempre tiene acceso al entorno de las variables del contexto de ejecución en el cual fue creado, inclusive después de que ese contexto de ejecución se haya ido.

El **closure** es básicamente este entorno de variables adjunto a la función, exactamente como estaba en el momento y lugar en que la función se creó.

const secureBooking = function () {

    let passengerCount = 0;

    return function () {

        passengerCount++;

        console.log(passengerCount);

    }

};

const booker = secureBooking();

booker();

booker();

console.dir(booker);

![](data:image/png;base64,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)

**Example 1:**

let f;

const g = function () {

    const a = 23;

    f = function () {

        console.log(a \* 2);

    }

}

const h = function () {

    const b = 4;

    f = function () {

        console.log(b \* 3);

    }

}

g();

f();

console.dir(f);//46 y en el scope, el closure es "a: 23"

h();

f();

console.dir(f);//12 y en el scope, el closure es "b: 4"

**Example 2:** El closure tiene prioridad sobre el scope global. Si tuviéramos una variable perGroup global de igual manera usaría la que se encuentra dentro de la function boardPassengers.

const boardPassengers = function (n, wait) {

    const perGroup = n / 3;

    setTimeout(function () {

        console.log(`We are now boarding all ${n} passengers`);

        console.log(`There are 3 groups, each with ${perGroup} passengers`);

    }, wait \* 1000);

    console.log(`Will start boarding in ${wait} seconds`);

}

boardPassengers(180, 3);

**SECTION 11: WORKING WITH ARRAYS**

**SIMPLE ARRAYS METHODS**

const arr = ["a", "b", "c", "d", "e"];

**.slice()**: podemos extraer una parte del array sin modificar el array original. Devuelve un nuevo array, sin modificar el original. Dentro del paréntesis debemos pasarle el inicio del index donde empieza a buscar, también podemos pasarle el parámetro donde queremos que termine, o pasar el index en negativo para empezar desde atrás para adelante.

console.log(arr.slice(2));// [ 'c', 'd', 'e' ]

console.log(arr.slice(2,4));// [ 'c', 'd' ]

console.log(arr.slice(-2));// [ 'd', 'e' ]

console.log(arr.slice(1, -2));// [ 'b', 'c' ]

console.log(arr.slice());// estamos copiando el array original

**.splice()**: funciona casi igual que el slice, pero la diferencia es que el método splice modifica el array original.

console.log(arr.splice(2));// [ 'c', 'd', 'e' ]

console.log(arr);// [ 'a', 'b' ]

**.reverse()**: devuelve el array de atrás para adelante. Este método modifica el array original.

console.log(arr.reverse());// [ 'e', 'd', 'c', 'b', 'a' ]

console.log(arr); // [ 'e', 'd', 'c', 'b', 'a' ]

**.concat()**: se utilizar para concatenar dos arrays. No modifica el array original.

const arr2 = ["f", "j", "h", "i", "j"];

const letters = arr.concat(arr2);

console.log(letters); // ['a', 'b', 'c', 'd','e', 'f', 'j', 'h','i', 'j']

console.log([...arr, ...arr2]);// ['a', 'b', 'c', 'd','e', 'f', 'j', 'h','i', 'j'] En este caso no mutamos ningun array

**.join()**: Lo utilizamos para separar el contenido de un array como queramos.

console.log(arr.join(" - ")); // a - b - c - d - e

**THE NEW AT METHOD**

const arr = [23, 13, 45];

console.log(arr[0]);// 23 - Como se hacía antes

console.log(arr.at(0)); // 23 -Como se hace ahora

// Conseguir el último elemento

console.log(arr[arr.length -1]); //45

console.log(arr.slice(-1)[0]);// 45

console.log(arr.at(-1)); //45

**LOOPING ARRAYS**

**.forEach()**: dentro de los paréntesis podemos pasarle en orden: el elemento actual, el índice actual, y por último el array completo que estamos lopeando.

Prestar atención que en el **for of** si queremos tener el índice actual debemos ponerlo primero entre los corchetes y utilizar el método **entries()**. En cambio, en el **forEach** el índice actual va como segundo argumento de la function.

const movements = [200, 450, -400, 3000, -650, -130, 70, 1300];

// Con for of

for(const [i, movement] of movements.entries()){

    if (movement > 0) {

        console.log(`Movement ${i + 1}: You deposited ${movement}`);

    } else {

        console.log(`Movement ${i + 1}: You withdrew ${Math.abs(movement)}`);// Math.abs devuelve el valor absoluto de un número

    }

}

// con forEach

movements.forEach((movement, i, arr) => {

    if (movement > 0) {

        console.log(`Movement ${i + 1}: You deposited ${movement}`);

    } else {

        console.log(`Movement ${i + 1}: You withdrew ${Math.abs(movement)}`);// Math.abs devuelve el valor absoluto de un número

    }

})

**FOREACH for MAPS and SETS**

**MAPS:** cuando hacemos un forEach de un Map, el primero parámetro es el valor actual, el segundo es la key, y el tercero es el Map completo.

const currencies = new Map([

    ['USD', 'United States dollar'],

    ['EUR', 'Euro'],

    ['GBP', 'Pound sterling'],

]);

currencies.forEach(function(value, key, map){

    console.log(`${key}: ${value}`);

})

**SETS:** un set no tiene keys ni índices, por lo que el segundo parámetro no tendría mucho sentido, por lo tanto, utilizamos un “\_” que significa que es una variable desechable.

const currenciesUnique = new Set(["USD", "GBP", "USD", "EUR", "EUR"]);

console.log(currenciesUnique);

currenciesUnique.forEach(function (value, \_, map) {

    console.log(`${value}: ${value}`);

})

**CREATING DOM ELEMENTS**

**.insertAdjacentHTML():** Este método acepta dos strings. El **primer string** es la posición en la queremos adjuntar el HTML, ejemplo: beforebegin, afterbegin, beforeend, afterend. El **segundo string** es el HTML que queremos insertar.

const account1 = {

  owner: 'Jonas Schmedtmann',

  movements: [200, 450, -400, 3000, -650, -130, 70, 1300],

  interestRate: 1.2, // %

  pin: 1111,

};

const containerMovements = document.querySelector('.movements');

const displayMovements = function (movements) {

    containerMovements.innerHTML = "";//para vaciar todo lo que había antes y empezar de 0.

    movements.forEach((mov, i) => {

        const type = mov > 0 ? "deposit" : "withdrawal"

        const html = `

        <div class="movements\_\_row">

          <div class="movements\_\_type movements\_\_type--${type}">${i + 1} ${type}</div>

          <div class="movements\_\_value">${mov}</div>

        </div>

        `

        containerMovements.insertAdjacentHTML("afterbegin", html)

    })

}

displayMovements(account1.movements)

**THE MAP METHOD**

El método map nos dará un nuevo array, el cual contendrá en cada posición los resultados de aplicar un callback function a los elementos originales del array.

A diferencia del forEach que mostrábamos el resultado en consola, en el método map necesitamos hacer un return.

Como en el forEach también podemos pasarle como parámetros el elemento actual, el índice actual y el array completo, en ese orden.

const movements = [200, 450, -400, 3000, -650, -130, 70, 1300];

const eurToUsd = 1.1;

const movementsUSD = movements.map((mov) => {

  return mov \* eurToUsd

});

console.log(movements);

console.log(movementsUSD);

**COMPUTING USERNAMES**

const account1 = {

  owner: 'Jonas Schmedtmann',

  movements: [200, 450, -400, 3000, -650, -130, 70, 1300],

  interestRate: 1.2, // %

  pin: 1111,

};//Hay más accounts

const accounts = [account1, account2, account3, account4];

const createUserNames = function (accs) {

    accs.forEach((acc) => {

        acc.userName = acc.owner

            .toLowerCase()

            .split(" ")

            .map((name) => name[0])

            .join("");

    });

};

createUserNames(accounts);

console.log(accounts);

A cada account ahora se le agrego la key userName con el value de las primeras iniciales de los nombres.

**THE FILTER METHOD**

Se utiliza para filtrar elementos que satisfacen una determinada condición a través de un callback.

const movements = [200, 450, -400, 3000, -650, -130, 70, 1300];

const deposits = movements.filter(function (mov) {

    return mov > 0

})

console.log(deposits);//[200, 450, 3000, 70, 1300]

Si lo hacemos con un **for of** necesitamos pushear el elemento en un array.

// con un for of

const depositsFor = []

for (const mov of movements) {

    if (mov > 0) {

        depositsFor.push(mov)

    }

}

console.log(depositsFor);//[200, 450, 3000, 70, 1300]

**THE REDUCE METHOD**

Utilizamos este método para reducir todos los elementos de un array a un solo valor.

A diferencia de los métodos map y forEach, el primer parámetro del callback en el método **reduce** es el **acumulador**, y luego el elemento actual, el índice, y si se necesita el array completo.

Aparte de pasar un callback, es necesario decir cuál es el valor inicial del **acumulador**.

const balance = movements.reduce((acum, elemCurrent, i) => {

    // console.log(`Iteration ${i}: ${acum}`);

    return acum + elemCurrent

}, 0);

console.log(balance);//3840

Podemos utilizar el método reduce para ver el máximo valor de un array:

// //Maximum value

const max = movements.reduce((acc, mov) => {

    if (acc > mov){

        return acc

    } else {

        return mov

    }

}, movements[0]);

console.log(max);//3000

**THE MAGIC OF CHAINING METHODS**

const movements = [200, 450, -400, 3000, -650, -130, 70, 1300];

const eurToUsd = 1.1;

const totalDepositsUSD = movements

  .filter(mov => mov > 0)

  .map(mov => mov \* eurToUsd)

  .reduce((acum, mov) => acum + mov, 0);

console.log(totalDepositsUSD);//5522.000000000001

Solo podemos seguir encadenando métodos de array mientras devuelvan un nuevo array. Como el reduce devuelve un solo valor, no podríamos continuar la cadena.

**THE FIND METHOD**

El método **find** recupera un elemento del array. Devolverá el primer elemento que cumpla la condición que le asignamos.

La diferencia entre el método **filter** y **find**, es que filter devuelve todos los elementos que coinciden con la condición, mientras que el método find solo devuelve el primer elemento que cumpla la condición. Y la segunda diferencia es que el método filter devuelve un nuevo array, mientras que el find solo devuelve el elemento en sí.

const account = accounts.find(acc => acc.owner === "Jessica Davis");

console.log(account);//me devuelve el objeto que tiene ese nombre en la propiedad owner

**THE FINDINDEX METHOD**

Retorna el index del elemento encontrado.

btnClose.addEventListener('click', (e) => {

  e.preventDefault();

  if (

    inputCloseUsername.value === currentAccount.userName &&

    Number(inputClosePin.value) === currentAccount.pin

  ) {

    const index = accounts.findIndex((acc) => {

      return acc.userName === currentAccount.userName

    })

    //Delete account

    // console.log(index);

    accounts.splice(index, 1);

    //Hide UI

    containerApp.style.opacity = 0;

  }

  //Ponemos en blanco los campos otra vez

  inputCloseUsername.value = inputClosePin.value = '';

});

**THE SOME and EVERY METHOD**

El método **some** devuelve true o false dependiendo si se cumple la condición que apliquemos:

const movements = [200, 450, -400, 3000, -650, -130, 70, 1300];

const someMethod = movements.some((mov) => mov > 0);

console.log(someMethod);//true

Mientras que el método **every** solo devuelve true si todos los elementos cumplen la condición:

const everyMethod = movements.every((mov) => mov > 0);

console.log(everyMethod);//false

**THE FLAT AND FLATMAP METHOD**

Los utilizamos cuando tenemos que trabajar con un array que tiene anidado más arrays dentro. Lo que hacen estos métodos es desanidarlos.

En el método **flat** podemos pasarle como argumento cuantos niveles queremos que desanide, en cambio en el **flatMap** solamente desanida un nivel.

El método **flatMap** es la combinación de los métodos flat y map.

const arr = [[1, 2, 3], [4, 5, 6], 7, 8];

console.log(arr.flat()); //[1, 2, 3, 4, 5, 6, 7, 8]

const arrDeep = [[[1, 2], 3], [4, [5, 6]], 7, 8];

//Le pasamos como argumento 2 para decir que vamos 2 niveles más profundo en el array

console.log(arrDeep.flat(2)); //[1, 2, 3, 4, 5, 6, 7, 8]

const overalBalance = accounts

  .map(acc => acc.movements)

  .flatMap()

  .reduce((acc, mov) => acc + mov, 0);

console.log(overalBalance);

**SORTING ARRAY**

El método **sort** realiza el ordenamiento de los elementos de un array, y devuelve el array original pero modificado. Este método **solo** **funciona** con strings, a menos que le pasemos un **callback function** como parámetro al método **sort**.

Este callback function toma dos parámetros:

* El primero es el **valor actual**.
* El segundo es el **siguiente valor**.

// Strings

const owners = ["Jonas", "Zach", "Adam", "Martha"];

console.log(owners.sort());//["Adam", "Jonas", "Martha", "Zach"]

console.log(owners);//["Adam", "Jonas", "Martha", "Zach"]

//Numbers

console.log(movements);//[200, 450, -400, 3000, -650, -130, 70, 1300]

//return < 0: a, b (keep order)

// return > 0: b, a (switch order)

movements.sort((a, b) => {

  if(a > b){

    return 1;

  }

  if (b > a) {

    return -1;

  }

});

console.log(movements);//[-650, -400, -130, 70, 200, 450, 1300, 3000]

**MORE WAYS OF CREATING A FILLING ARRAYS**

**Fill Method:**

Si usamos el constructor **new Array()** y le pasamos un solo elemento, lo tomará como la cantidad de elementos que va a tener el array, pero estará vacío:

const x = new Array(7);

console.log(x);//[empty × 7]

A este array solamente le podemos aplicar el método **fill**:

x.fill(1);

console.log(x);//[1, 1, 1, 1, 1, 1, 1]

También podemos aplicar el método fill en arrays con datos, en este caso le decimos llenar el 23 desde el índice 2 al 6 (el 6 no incluido).

const arr = [1,2,3,4,5,6,7];

arr.fill(23, 2, 6);

console.log(arr);//[1, 2, 23, 23, 23, 23, 7]

**Array.from():**

El **primer argumento** es la longitud del array, y el **segundo** es una function map.

const y = Array.from({length: 7}, () => 1);

console.log(y);//[1, 1, 1, 1, 1, 1, 1]

const z = Array.from({length: 7}, (\_, i) => i + 1);

console.log(z);//[1, 2, 3, 4, 5, 6, 7]

const random = Array.from({length: 100}, (\_, i) => Math.trunc(Math.random() \* 100) + i);

console.log(random);//100 números random

**WHICH ARRAY METHOD TO USE?**
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**SEC-12: NUMBERS, DATES, INTL and TIMERS**

**CONVERTING and CHECKING NUMBERS**

**Formas de convertir un string en un número:**

Converting:

// Converting

console.log(Number("23"));

console.log(+"23");

Parsing:

Podemos utilizar el método **parseInt()** del objeto **Number**, el cual recibe como primer parámetro un string, y como segundo parámetro el tipo de sistema numeral que utilicemos (decimal 10, o binario 2):

// Parsing

console.log(Number.parseInt("30px", 10));//30

console.log(Number.parseInt("30px", 2));//NaN

console.log(Number.parseInt("e23", 10));//NaN - debe empezar con un numero

También tenemos el **parseFloat()** el cual nos dará los decimales:

console.log(Number.parseFloat("2.5rem"));//2.5

Otro método que tiene es **isNaN()**, el cual sirve para chequear si algún valor es un número:

console.log(Number.isNaN(20)); //false

console.log(Number.isNaN("20")); //false

console.log(Number.isNaN(+"20X")); //true

console.log(Number.isNaN(23/0)); //false

**isFinite()** se utiliza más que isNaN para chequear si un valor es un número:

console.log(Number.isFinite(20));//true

console.log(Number.isFinite("20"));//false

**MATH and ROUNDING**

**Math.sqrt:** raíz cuadrada.

console.log(Math.sqrt(25)); //5

console.log(25 \*\* (1 / 2)); //5

**Max y min:** Máximo y Mínimo valor.

console.log(Math.max(5, 23, 5, 8, 14));//23

console.log(Math.min(5, 23, 5, 8, 14));//5

**Math.PI:** Calcular el área de un círculo.

console.log(Math.PI \* Number.parseFloat("10px") \*\* 2);//314.1592653589793

**Math.random():** nos da un número en 0 y 1, y con el Math.trunc le quitamos los decimales.

console.log(Math.trunc(Math.random() \* 6) + 1);//nos da un numero entre 1 y 6

Función para obtener números random:

const randomInt = (min, max) => {

  return Math.floor(Math.random() \* (max - min) + 1) + min;

}

**Rounding integers**

**Math.trunc():** redondea un número quitándole el decimal.

console.log(Math.trunc(23.3));//23

**Math.round():** redondea un número a su entero más cercano.

console.log(Math.round(23.3));//23

console.log(Math.round(23.9));//24

**Math.ceil():** redondea para arriba.

console.log(Math.ceil(23.3));//24 - redondea para arriba

console.log(Math.ceil(23.9));//24

**Math.floor():** redondea para abajo.

console.log(Math.floor(23.3));//23 - redondea para abajo

console.log(Math.floor(23.9));//23

**Rounding decimals**

**toFixed():** retorna siempre un string y no un número. Y le pasamos como argumento cuantos decimales queremos.

console.log((2.7).toFixed(0)); //3

console.log((2.7).toFixed(3)); //2.700

console.log((2.345).toFixed(0)); //2.35

**THE REMAINDER OPERATOR**

Devuelve el resto de una división. Se utiliza para saber si el resultado de un número es par o impar:

console.log(5 % 2);// 1

console.log(5 / 2);// % = 2 \* 2 + 1

console.log(8 % 3);// 2

console.log(8 / 3);// 8 = 3 \* 2 + 2

console.log(6 % 2);// 0

console.log(6 / 2);// 3

console.log(7 % 2);// 1

console.log(7 / 2);//3.5

**Función para saber si es par o impar:**

const isEven = (n) => n % 2 === 0;

**NUMERIC SEPARATOR**

Utilizamos el guion bajo (**\_**) para separar un número largo, en vez de comas (,) como haríamos normalmente:

const diameterSolar = 287\_460\_000\_000;

Hay que tener en cuenta que, si queremos convertir un string en números, y este número tiene guion bajo, no nos resultará:

console.log(Number("230\_000"));//NaN

**WORKING with BIGINT**

Este es el número máximo que podemos utilizar:

console.log(Number.MAX\_SAFE\_INTEGER);//9007199254740991

Con los **BigInt** podemos almacenar un número tan largo como queramos, para ello al final del número escribimos la letra “**n**”, o también con la function **BigInt()**:

console.log(92373278567832563465843675346n);

console.log(BigInt(92373278567832563465843675346));

No podemos mezclar en operaciones matemáticas números normales con bigints, por lo tanto, hay que convertirlo primero:

const huge = 785236577892345897n;

const num = 14;

console.log(huge \* BigInt(num));

En las divisiones devuelve un número entero más cercano:

console.log(10n / 3n);// 3n

**CREATING DATES**

Hay 4 formas de crear fechas en Javascript:

**Primera forma:**

const now = new Date();

console.log(now);//Mon Jul 04 2022 11:11:01

**Segunda forma:** parseando desde un string.

console.log(new Date("december 24, 2015"));//Thu Dec 24 2015 00:00:00

**Tercera forma:** pasando en números el año, mes, dia, hora, minutos y segundos.

console.log(new Date(2037, 10, 19, 15, 23, 5));//Thu Nov 19 2037 15:23:05

**Cuarta forma:** le pasamos cuantos días queremos, multiplicando por 24 horas, por 60 minutos, por 60 segundos, por 1000 milisegundos.

console.log(new Date(0));//Wed Dec 31 1969 21:00:00

console.log(new Date(3 \* 24 \* 60 \* 60 \* 1000));//Sat Jan 03 1970 21:00:00

**Working with Dates**

const future = new Date(2037, 10, 19, 15, 23);

console.log(future);//Thu Nov 19 2037 15:23:00

**getFullYear:**

console.log(future.getFullYear());//2037

**getMonth:**

console.log(future.getMonth());//10

**getDate:**

console.log(future.getDate());//19

**getDay:** es el día de la semana.

console.log(future.getDay());//4-Jueves

**getHours, getMinutes, getSeconds:**

console.log(future.getHours()); //15

console.log(future.getMinutes()); //23

console.log(future.getSeconds()); //0

**toISOString:**

console.log(future.toISOString());// 2037-11-19T18:23:00.000Z

**getTime:** muestra los milisegundos desde 1969 hasta ahora. El timestamp.

console.log(future.getTime());// 2142267780000

console.log(new Date(2142267780000));// Thu Nov 19 2037 15:23:00

**Date.now():** nos da el timestamp actual.

console.log(Date.now());// 1656945869947

console.log(new Date(1656945869947));// Mon Jul 04 2022 11:44:29

**setFullYear:** método para setear el año que queramos. También podemos setear mes, día, etc.

future.setFullYear(2040);

console.log(future);// Mon Nov 19 2040 15:23:00

**OPERATIONS with DATES**

const future = new Date(2037, 10, 19, 15, 23);

console.log(+future);//2142267780000

const calcDaysPassed = (date1, date2) => {

  return Math.abs(date2 - date1) / (1000 \* 60 \* 60 \* 24);

};

const day1 = calcDaysPassed(new Date(2037, 3, 14), new Date(2037, 3, 4));

console.log(day1);//10

**INTERNATIONALIZING DATES (Intl)**

const now = new Date();

const options = {

  hour: "numeric",

  minute: "numeric",

  day: "numeric",

  month: "long",//2-digit

  year: "numeric",//o tambien 2-digit

  weekday: "long"//short - narrow

}

const locale = navigator.language;

// console.log(locale);

labelDate.textContent = new Intl.DateTimeFormat(locale, options).format(now);

* **now:** es la fecha actual.
* **options:** formateamos que datos de la fecha queremos.
* **locale:** nos da el formato de lenguaje que tenemos en nuestra PC.

**INTERNATIONALIZING NUMBERS (Intl)**

const num = 3884764.23;

const options = {

  style: "currency",//percent / unit / currency

  // unit: "mile-per-hour",//celsius / mile-per-hour

  currency: "EUR",

  // useGrouping: false

}

console.log('US:', new Intl.NumberFormat('en-US', options).format(num)); //US: €3,884,764.23

console.log('Germany:', new Intl.NumberFormat('de-DE', options).format(num)); //Germany: 3.884.764,23 €

console.log('Browser:', new Intl.NumberFormat(navigator.language, options).format(num)); //Browser: 3.884.764,23 €

**TIMERS: setTimeout and setInterval**

**setTimeout**: corre solamente una vez después de haber definido el tiempo.

const ingredients = ['olives', 'spinach'];

const pizzaTimer = setTimeout(

  (ing1, ing2) => {

    console.log(`Here is your pizza with ${ing1} and ${ing2}`);

  },

  2000,

  ...ingredients

);

console.log('Waiting for the pizza...');

if(ingredients.includes("spinach")) {

  clearTimeout(pizzaTimer);

}//No se va a mostrar el console.log de pizzaTimer porque contiene spinach

**setInterval:** se mantiene corriendo básicamente por siempre, hasta que nosotros lo paremos.

setInterval(() => {

  const now = new Date();

  const hour = `${now.getHours()}`.padStart(2, 0);

  const min = `${now.getMinutes()}`.padStart(2, 0);

  const seconds = `${now.getSeconds()}`.padStart(2, 0);

  console.log(`${hour}:${min}:${seconds}`);

}, 1000)

**SEC-13: ADVANCED DOM and EVENTS**

**HOW THE DOM REALLY WORKS**

* Nos permite hacer interacciones de Javascript con el browser.
* Podemos escribir JS para crear, modificar y eliminar elementos HTML; setar estilos, clases y atributos; y escuchar y responder eventos.
* El árbol DOM es generado desde un documento HTML, el cual podemos interactuar con él.
* El DOM es una API compleja que contiene muchos métodos y propiedades para interactuar con el árbol DOM.
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**SELECTING, CREATING and DELETING ELEMENTS**

**Selecting Elements:**

Al seleccionar elementos con **getElementsByTagName** obtenemos un HTMLCollection de todos los elementos que le especifiquemos (en este caso buttons), el cual se modifica si borramos algún de estos elementos. Esto no pasa con **querySelectorAll**, si borramos un elemento, de igual manera nos seguirá apareciendo en el **nodeList**.

const allSections = document.querySelectorAll(".section");

// console.log(allSections);

const allButtons = document.getElementsByTagName("button");

// console.log(allButtons);

Podemos seleccionar elementos por sus clases también, y nos devolverá un HTMLColecction:

console.log(document.getElementsByClassName("btn"));

**Creating Element:**

Utilizamos **createElement()**, el cual recibe como parámetro el elemento HTML que queremos crear:

const message = document.createElement("div");

**Inserting Elements:**

Luego con el método **prepend()** podemos insertar este mensaje como el primer elemento del header por ejemplo:

message.classList.add('cookie-message');

message.innerHTML =

  "We use cookied for improved funcionality and analytics. <button class='btn btn--close-cookie'>Got it!</button>";

header.prepend(message);

En cambio, si lo queremos insertar en el último elemento utilizamos **append()**.

header.append(message);

Ahora, si queremos que aparezca como primer y último elemento a la vez, debemos hacer una copia de este elemento:

header.append(message.cloneNode(true));

También Podemos insertarlo **antes** o **después** de un elemento:

**Before ():**

header.before(message);

**After ():**

header.after(message);

**Deleting Elements:**

Utilizamos el método **remove()**.

document.querySelector(".btn--close-cookie").addEventListener("click", () => {

  message.remove();

  // Antes se hacía así para remover un elemento:

  // message.parentElement.removeChild(message);

})

**STYLES, ATTRIBUTES and CLASSES**

**Styles:**

Si queremos buscar el valor de un estilo en particular de un elemento podemos conseguirlo a través de **getComputedStyle()**. Le debemos pasar como parámetro el elemento al que le queremos ver sus estilos, y también le podemos pedir un estilo en específico:

console.log(getComputedStyle(message));//todos los estilos que tiene

console.log(getComputedStyle(message).color);//rgb(187, 187, 187)

message.style.height = Number.parseFloat(getComputedStyle(message).height, 10) + 40 + "px";

Podemos setear un style de una propiedad de css con **setProperty**:

document.documentElement.style.setProperty("--color-primary", "orangered");

**Attributes:**

Elemento HTML:

<img

   src="img/logo.png"

   alt="Bankist logo"

   class="nav\_\_logo"

   id="logo"

   designer = "Joaquin"

data-version-number = "3.0"

/>

Para leer atributos de un elemento HTML que es reconocido por JS, utilizamos el nombre de este atributo después del elemento seleccionado:

const logo = document.querySelector(".nav\_\_logo");

console.log(logo.alt);//Bankist logo

console.log(logo.src);//ubicación de la imagen

console.log(logo.className);//nav\_\_logo

Si el atributo no es reconocido por JS porque lo diseñamos nosotros mismo debemos usar el método **getAttribute()** y le pasamos como parámetro el atributo que escribimos:

console.log(logo.getAttribute("designer"));//Joaquin

console.log(logo.getAttribute("src"));//img/logo.png

Podemos setear estos atributos:

logo.alt = "Beautiful minimalist logo"

console.log(logo.alt);//Beautiful minimalist logo

ó

logo.setAttribute("company", "Bankist");

Podemos utilizar **data attributes** los cuales se almacenan en **dataset**:

console.log(logo.dataset.versionNumber);//3.0

**Classes:**

Tenemos 4 métodos: **add()** para agregar una clase, **remove()** para eliminar una clase, **toggle()** para activar y desactivar la clase, y **contains()** para verificar si un elemento tiene cierta clase.

logo.classList.add();

logo.classList.remove();

logo.classList.toggle();

logo.classList.contains();

**IMPLEMENTIN SMOOTH SCROLLING**

Con el método **getBoundingClientRect()** obtenemos datos de un elemento, como las coordenadas, Width, heght, etc.

OLD WAY:

Para scrollear desde un botón al elemento elegido utilizamos el método **window.scrollTo()**, el cual recibe como parámetro un **objeto**, el cual el primer key es el **left** value, la segunda key es el **top** ( A estos dos valores para que siempre funcione le podemos sumar el eje **x** e **y** del viewport con **window.pageXOffset** y **window.pageYOffset** ) , y la tercera key es **behavior**, la cual puede recibir **smooth**.

NEW WAY:

Elegimos el elemento al que nos queremos desplazar y utilizamos el método **scrollIntoView()**, al cual le pasamos un objeto con la key **behavior** y el valor **smooth**.

const btnScrollTo = document.querySelector('.btn--scroll-to');

const section1 = document.querySelector('#section--1');

btnScrollTo.addEventListener('click', e => {

  const s1coords = section1.getBoundingClientRect();

  // console.log(s1coords);

  // console.log(e.target.getBoundingClientRect());

  // console.log("Current scroll (X/Y)", window.pageXOffset, window.pageYOffset);

  // console.log(

  //   'height/width viewport',

  //   document.documentElement.clientHeight,

  //   document.documentElement.clientWidth

  // );

  // Scrolling - OLD WAY

  // window.scrollTo({

  //   lefth: s1coords.left + window.pageXOffset,

  //   top: s1coords.top + window.pageYOffset,

  //   behavior: 'smooth',

  // });

  // Scrolling - NEW WAY

  section1.scrollIntoView({behavior: "smooth"})

});

**TYPES of EVENTS and EVENT HANDLERS**

Para que un evento ocurra una sola vez podemos utilizar el **removeEventListener()**:

const h1 = document.querySelector("h1");

const alertH1 = (e) => {

  alert("Pasaste por el título");

  h1.removeEventListener("mouseenter", alertH1);

}

h1.addEventListener("mouseenter", alertH1);

**EVENT DELEGATION:**

El primer paso es agregar un addEventListener al elemento padre en común.

El segundo paso es determinar cual elemento originó el evento.

document.querySelector(".nav\_\_links").addEventListener("click", (e) => {

  e.preventDefault()

  // Matching stategy

  if(e.target.classList.contains("nav\_\_link")) {

    const id = e.target.getAttribute("href")

    // console.log(id);

    document.querySelector(id).scrollIntoView({behavior: "smooth"})

  }

})

**DOM TRAVERSING**

Lo utilizamos para recorrer elementos del árbol del DOM.

// DOM TRAVERSING

const h1 = document.querySelector('h1');

// Going downwards: child

console.log(h1.querySelectorAll('.highlight')); //NodeList(2) [span.highlight, span.highlight]

console.log(h1.childNodes); //NodeList(9) [text, comment, text, span.highlight, text, br, text, span.highlight, text]

console.log(h1.children); //HTMLCollection(3) [span.highlight, br, span.highlight]

h1.firstElementChild.style.color = "white";// le aplica ele stilo al primer child del h1

h1.lastElementChild.style.color = "white";

// Going upwards: parents

console.log(h1.parentNode);//el elemento padre

console.log(h1.parentElement);

// Para elegir un elemento padre más allá del primero que tenga utilizamos closest()

h1.closest(".header").style.background = "orange"

// Going sideways: siblings

console.log(h1.previousElementSibling); //en este caso fue null

console.log(h1.nextElementSibling); // un h4

// Para leer todos los siblings hacemnos este truco:

console.log(h1.parentElement.children); // HTMLCollection(4) [h1, h4, button.btn--text.btn--scroll-to, img.header\_\_img]

**BUILDING A TABBED COMPONENT**

// Tabbed component

const tabs = document.querySelectorAll('.operations\_\_tab');

const tabsContainer = document.querySelector('.operations\_\_tab-container');

const tabsContent = document.querySelectorAll('.operations\_\_content');

tabsContainer.addEventListener('click', function (e) {

  const clicked = e.target.closest('.operations\_\_tab');

  // console.log(clicked);

  // Guard clause

  if (!clicked) return;

  // Remove classes

  tabs.forEach(tab => tab.classList.remove('operations\_\_tab--active'));

  tabsContent.forEach(tabC => tabC.classList.remove('operations\_\_content--active'));

  // Active tab

  clicked.classList.add('operations\_\_tab--active');

  // Activate content area

  document

    .querySelector(`.operations\_\_content--${clicked.dataset.tab}`)

    .classList.add('operations\_\_content--active');

});

**PASSING ARGUMENTS TO EVENT HANDLERS**

// MENU FADE ANIMATION

const nav = document.querySelector('.nav');

const handlerHover = function(e) {

  if (e.target.classList.contains('nav\_\_link')) {

    const link = e.target;

    const siblings = link.closest('.nav').querySelectorAll('.nav\_\_link');

    const logo = link.closest('.nav').querySelector('img');

    siblings.forEach(el => {

      if (el !== link) el.style.opacity = this;

    });

    logo.style.opacity = this;

  }

}

// Passing "argument" into handler

nav.addEventListener('mouseover', handlerHover.bind(0.5));

nav.addEventListener('mouseout', handlerHover.bind(1));

**IMPLEMENTING A STICKY NAVIGATION: THE SCROLL EVENT**

No es la mejor forma de hacerlo.

// Sticky navigation

const initialCoords = section1.getBoundingClientRect();

window.addEventListener('scroll', function () {

  if (window.scrollY > initialCoords.top) {

    nav.classList.add('sticky');

  } else {

    nav.classList.remove('sticky');

  }

});

**A BETTER WAY: THE INTERSECTION OBSERVER API**

Este API básicamente le permite a nuestro código observar cambios en la forma en que un determinado elemento intercepta otro elemento, o que intercepta al viewport.

Para utilizarlo debemos crear un **new IntersectionObserver()**, al cual le pasamos como parámetro un **callback function** y un **objeto con opciones**. Este objeto necesita una propiedad **root**, el cual es el elemento que cruza al objetivo. También necesita un **threshold**, el cual es el porcentaje de intersección donde el callback va a ser llamado, y también puede tener un **rootMargin**, el cual es una caja de porcentaje en pixeles que aplicaremos fuera de nuestro elemento de destino

Por otro lado, el callback va a tener dos argumentos: **entries** y **observer**.

const header = document.querySelector('.header');

const navHeight = nav.getBoundingClientRect().height;

const stickyNav = function (entries) {

  const [entry] = entries;

  console.log(entry);

  if (!entry.isIntersecting) {

    nav.classList.add('sticky');

  } else {

    nav.classList.remove('sticky');

  }

};

const headerObserver = new IntersectionObserver(stickyNav, {

  root: null,

  threshold: 0,

  rootMargin: `-${navHeight}px`,

});

headerObserver.observe(header);

**REVELING ELEMENT ON SCROLL**

// Reveal sections

const allSections = document.querySelectorAll('.section');

const revealSection = function (entries, observer) {

  const [entry] = entries;

  // console.log(entry);

  if (!entry.isIntersecting) return;

  entry.target.classList.remove('section--hidden');

  observer.unobserve(entry.target);

};

const sectionObserver = new IntersectionObserver(revealSection, {

  root: null, //null = viewport

  threshold: 0.15,

});

allSections.forEach(function (section) {

  sectionObserver.observe(section);

  section.classList.add('section--hidden');

});

**LAZY LOADING IMAGES**

// LAZY LOADING IMAGES

const imgTargets = document.querySelectorAll('img[data-src]');

const loadImg = function (entries, observer) {

  const [entry] = entries;

  // console.log(entry);

  if (!entry.isIntersecting) return;

  // Replace src with data-src

  entry.target.src = entry.target.dataset.src;

  entry.target.addEventListener('load', () => {

    entry.target.classList.remove('lazy-img');

  });

  observer.unobserve(entry.target);

};

const imgObserver = new IntersectionObserver(loadImg, {

  root: null,

  threshold: 0,

  rootMargin: "200px"

});

imgTargets.forEach(img => imgObserver.observe(img));

**BUILDING A SLIDER COMPONENT**

// BUILDING A SLIDER COMPONENT

const slider = function () {

  const slides = document.querySelectorAll('.slide');

  const btnLeft = document.querySelector('.slider\_\_btn--left');

  const btnRight = document.querySelector('.slider\_\_btn--right');

  const dotContainer = document.querySelector('.dots');

  let curSlide = 0;

  const maxSlide = slides.length;

  // Functions

  const createDots = function () {

    slides.forEach((\_, i) => {

      dotContainer.insertAdjacentHTML(

        'beforeend',

        `<button class="dots\_\_dot" data-slide="${i}"></button>`

      );

    });

  };

  const activateDot = function (slide) {

    document.querySelectorAll(".dots\_\_dot").forEach(dot => {

      dot.classList.remove("dots\_\_dot--active")

    })

    document.querySelector(`.dots\_\_dot[data-slide="${slide}"]`).classList.add("dots\_\_dot--active");

  }

  const goToSlide = function (slideNumber) {

    slides.forEach((slide, i) => {

      slide.style.transform = `translateX(${100 \* (i - slideNumber)}%)`;

    });

  };

  // Next slide

  const nextSlide = function () {

    if (curSlide === maxSlide - 1) {

      curSlide = 0;

    } else {

      curSlide++;

    }

    goToSlide(curSlide);

    activateDot(curSlide);

  };

  // Prev slide

  const prevSlide = function () {

    if (curSlide === 0) {

      curSlide = maxSlide - 1;

    } else {

      curSlide--;

    }

    goToSlide(curSlide);

    activateDot(curSlide);

  };

  const init = function(){

    goToSlide(0);

    createDots();

    activateDot(0);

  }

  init()

  // Event handlers

  btnRight.addEventListener('click', nextSlide);

  btnLeft.addEventListener('click', prevSlide);

  document.addEventListener('keydown', function (e) {

    if (e.key === 'ArrowLeft') prevSlide();

    if (e.key === 'ArrowRight') nextSlide();

  });

  dotContainer.addEventListener("click", function (e) {

    if(e.target.classList.contains("dots\_\_dot")) {

      const {slide} = e.target.dataset;

      goToSlide(slide);

      activateDot(slide);

    }

  })

}

slider();

**LYFECICLE DOM EVENTS**

DOM Content Loaded: este evento es disparado por el **document** tan pronto el HTML este completamente parseado. Este evento no espera por imágenes u otros recursos externos a que carguen.

Load event: este evento es disparado por el **window** tan pronto como el HTML este parseado y como todos los recursos externos también (imágenes, CSS).

Before Unload event: es disparado por el **window**. Este evento es creado inmediatamente antes de que un usuario este por abandonar la página.

document.addEventListener('DOMContentLoaded', function(e){

console.log('HTML parsed and DOM tree built!', e);

});

window.addEventListener('load', function(e){

console.log('Page fully loaded', e);

});

window.addEventListener('beforeunload', function(e){

e.preventDefault();

console.log(e);

e.returnValue = '';

});

**SEC-14: OBJECT ORIENTED PROGRAMMING**

Es un paradigma de la programación basado en el concepto de objetos.

Hay 4 principios fundamentales de OOP:

1. Abstraction: ignorar detalles que no importan, permitiéndonos conseguir una perspectiva de la visión general de lo que estamos implementando.
2. Encapsulation: mantiene propiedades y métodos en privado dentro de la clase. No son accesibles desde fuera de la clase. Algunos métodos pueden ser expuestos como públicos (API).
3. Inheritance: Cuando tenemos dos clases parecidas podemos hacer una sola clase, donde la child class se extiende de la parent class. Conteniendo así todas las propiedades y métodos de la clase padre, pero agregando las nuevas propiedades y métodos que queramos a esta clase hija.
4. Polymorphism: una clase hija puede sobrescribir un método que heredó de una clase padre.

**CONSTRUCTOR FUNCTIONS and the “NEW” OPERATOR**

const Person = function (firstName, birthYear) {

  // console.log(this);//Person {} devuelve siempre el objeto

  this.firstName = firstName;

  this.birthYear = birthYear;

  //Nunca crear métodos dentro un constructor, porque realizaría miles de copias de la misma función

  // this.calcAge =  function () {

  //   console.log(2022 - this.birthYear);

  // }

};

const joaquin = new Person('Joaquín', 1997);

console.log(joaquin); // Person { firstName: 'Joaquín', birthYear: 1997 }

// 1. New {} is created.

// 2. function is called, this = {}.

// 3. linked to prototype.

// 4. function automatically return {}

console.log(joaquin instanceof Person);//true

**PROTOTYPES**

// PROTOTYPES

Person.prototype.calcAge = function () {

  console.log(2022 - this.birthYear);

};

joaquin.calcAge(); //25

console.log(joaquin.\_\_proto\_\_ === Person.prototype); // true

console.log(Person.prototype.isPrototypeOf(joaquin)); //true

// Estas no son propiedades directas de constructor

Person.prototype.species = 'Homo Sapiens';

console.log(joaquin.species); //Homo Sapiens

console.log(joaquin.hasOwnProperty('firstName')); //true

console.log(joaquin.hasOwnProperty('species')); //false

**PROTOTYPAL INHERITANCE ON BUILT-IN OBJECTS**

console.log(joaquin.\_\_proto\_\_.\_\_proto\_\_); //Este es Object.prototype

const arr = [3, 6, 6, 5, 6, 9, 3]; // new Array === []

console.log(arr.\_\_proto\_\_); //todos los métodos de los array

console.log(arr.\_\_proto\_\_ === Array.prototype); // true

// Podemos agregar un nuevo método con Array.prototype

Array.prototype.unique = function () {

  return [...new Set(this)];

};

console.log(arr.unique()); // [3, 6, 5, 9]

**ES6 CLASSES**

// Class expresion

// const PersonCl = class {}

// Class declaration

class PersonCl {

  constructor(firstName, birthYear) {

    this.firstName = firstName;

    this.birthYear = birthYear;

  }

  // agregamos los métodos por fuera del constructor, estos se agregan al prototype de la clase PersonCl en este caso

  calcAge() {

    console.log(2022 - this.birthYear);

  }

  greet() {

    console.log(`Hola ${this.firstName}`);

  }

}

const alumine = new PersonCl('Alumine', 2000);

console.log(alumine);

alumine.calcAge(); // 22

console.log(alumine.\_\_proto\_\_ === PersonCl.prototype); // true

alumine.greet();// Hola Alumine

// 1. Classes are NOT hoisted (no se pueden usar antes de inicializarse);

// 2. Classes are first-class citizes, podemos pasarlas dentro de funciones y también retornarlas desde funciones.

// 3. Classes are executed in strict mode.

**SETTERS and GETTERS**

Son básicamente funciones que obtienen (get) y establecen (set) un valor.

El **get** sirve para cuando queremos leer una propiedad, pero debemos hacer unos cálculos antes.

En el **set** debemos pasar un parámetro. Se utiliza también para validar un dato.

const account = {

  owner: 'Joaquin',

  movements: [200, 530, 120, 300],

  get latest() {

    return this.movements.slice(-1).pop();

  },

  set latest(mov) {

    return this.movements.push(mov);

  },

};

// get

console.log(account.latest); // 300

// set

account.latest = 50;

console.log(account.movements); // [200, 530, 120, 300, 50]

**STATIC METHODS**

const Person = function (firstName, birthYear) {

  this.firstName = firstName;

  this.birthYear = birthYear;

};

Person.hey = function () {

  console.log('Hey there!');

  // console.log(this); //Person

};

Person.hey(); //static method

class PersonCl {

  constructor(firstName, birthYear) {

    this.firstName = firstName;

    this.birthYear = birthYear;

  }

  // static method

  static hey() {

    console.log('Hey there!');

  }

}

PersonCl.hey()

**OBJECT.CREATE**

Necesitamos crear un prototype para pasarle al objeto que creemos.

// Este objeto es el prototype

const PersonProto = {

  calcAge() {

    console.log(2022 - this.birthYear);

  },

  init(firstName, birthYear) {

    this.firstName = firstName;

    this.birthYear = birthYear;

  },

};

const steven = Object.create(PersonProto);

// console.log(steven);

steven.name = 'Steven';

steven.birthYear = 1997;

steven.calcAge();

// console.log(steven.\_\_proto\_\_ === PersonProto);// true

const sarah = Object.create(PersonProto);

sarah.init("Sarah", 2000);

sarah.calcAge();

**INHERITANCE BETWEEN “CLASSES”: CONSTRUCTOR FUNCTIONS**

const Person = function (firstName, birthYear) {

  this.firstName = firstName;

  this.birthYear = birthYear;

};

Person.prototype.calcAge = function () {

  console.log(2022 - this.birthYear);

};

const Student = function (firstName, birthYear, course) {

  Person.call(this, firstName, birthYear);

  this.course = course;

};

//Esta conexión hay que hacerla antes de agregar métodos porque esta línea de código genera un objeto vacío,

//por lo que borraría el método que hayamos creado.

Student.prototype = Object.create(Person.prototype);

Student.prototype.introduce = function () {

  console.log(`My name is ${this.firstName} and I study ${this.course}`);

};

const mike = new Student('Mike', 1997, 'Computer Science');

mike.introduce(); //My name is Mike and I study Computer Science

// Ahora gracias a la linea Student.prototype = Object.create(Person.prototype) podemos acceder al siguiente método:

mike.calcAge(); //25

console.log(mike.\_\_proto\_\_); //el prototype de student

console.log(mike.\_\_proto\_\_.\_\_proto\_\_); //el prototype de Person

Student.prototype.constructor = Student;

console.log(mike instanceof Student); //true

console.log(mike instanceof Person); //true

console.log(mike instanceof Object); //true

**INHERITANCE BETWEEN CLASSES: ES6 CLASSES**

class PersonCl {

  constructor(fullName, birthYear) {

    this.fullName = fullName;

    this.birthYear = birthYear;

  }

  calcAge() {

    console.log(2022 - this.birthYear);

  }

  greet() {

    console.log(`Hey ${this.fullName}`);

  }

  get age() {

    return 2022 - this.birthYear;

  }

  set fullName(name) {

    if (name.includes(' ')) {

      this.\_fullName = name;

    } else {

      alert(`${name} is not a full name!`);

    }

  }

  get fullName() {

    return this.\_fullName;

  }

  // Static method

  static hey() {

    console.log('Hey there!');

  }

}

class StudentCl extends PersonCl {

  constructor(fullName, birthYear, course) {

    // Always needs to happen first!

    super(fullName, birthYear);

    this.course = course;

  }

  introduce() {

    console.log(`My name is ${this.fullName} and I'm studying ${this.course}`);

  }

  calcAge() {

    console.log(`I'm ${2022 - this.birthYear} years old`);

  }

}

const franco = new StudentCl('Franco DiStefano', 1997, 'Mecánico Dental');

console.log(franco);

franco.introduce();

franco.calcAge();

**INHERITANCE BETWEEN CLASSES: OBJECT.CREATE**

const PersonProto = {

  calcAge() {

    console.log(2022 - this.birthYear);

  },

  init(firstName, birthYear) {

    this.firstName = firstName;

    this.birthYear = birthYear;

  },

};

const StudentProto = Object.create(PersonProto);

StudentProto.init = function (firstName, birthYear, course) {

  PersonProto.init.call(this, firstName, birthYear);

  this.course = course;

};

StudentProto.introduce = function() {

  console.log(`My name is ${this.firstName} and I'm studying ${this.course}`);

}

const matias = Object.create(StudentProto);

matias.init("Matías", 1998, "Inspector de billeteras");

matias.introduce();

matias.calcAge();

**ENCAPSULATION: PROTECTED PROPERTIES and METHODS**

Para proteger ciertas propiedades y métodos colocamos delante de sus nombres un guío bajo (\_). Esto es una sintaxis común que se usa, pero OJO, NO es privado AÚN la propiedad o método, solo es una convención para saber que esa propiedad o método no tiene que ser modificada por fuera de la clase.

class Account {

  constructor(owner, currency, pin) {

    this.owner = owner;

    this.currency = currency;

    // Protected property

    this.\_pin = pin;

    this.\_movements = [];

    this.locale = navigator.language;

  }

  // Public interface

  getMovements() {

    return this.\_movements;

  }

  deposit(val) {

    this.\_movements.push(val);

  }

  withdraw(val) {

    this.deposit(-val);

  }

  \_approveLoan(val){

    return true;

  }

  requestLoan(val) {

    if(this.\_approveLoan(val)){

      this.deposit(val);

      console.log('Loan approve');

    }

  }

}

const acc1 = new Account('Matías', 'ARG', 6666);

acc1.deposit(250);

acc1.withdraw(140);

acc1.requestLoan(1000);

console.log(acc1);

console.log(acc1.getMovements());

**ENCAPSULATION: PRIVATE CLASS FIELDS and METHODS**

Colocamos el símbolo **#** delante del nombre de la propiedad o método, esto lo hace privado.

class Account {

  // Public fields

  locale = navigator.language;

  // Private fields

  #movements = []

  #pin;

  constructor(owner, currency, pin) {

    this.owner = owner;

    this.currency = currency;

    this.#pin = pin;

  }

  // Public methods

  getMovements() {

    return this.#movements;

  }

  deposit(val) {

    this.#movements.push(val);

  }

  withdraw(val) {

    this.deposit(-val);

  }

  requestLoan(val) {

    if(this.#approveLoan(val)){

      this.deposit(val);

      console.log('Loan approve');

    }

  }

  // Private methods

  #approveLoan(val){

    return true;

  }

}

const acc1 = new Account('Matías', 'ARG', 6666);

acc1.deposit(250);

acc1.withdraw(140);

acc1.requestLoan(1000);

console.log(acc1);

console.log(acc1.getMovements());

//Esto me da error porque es privado:

// console.log(acc1.#movements);

// console.log(acc1.#pin);

// console.log(acc1.#approveLoan(500));

**CHAINING METHODS**

Debemos hacer en los métodos un **return this;** con el objetivo de que devuelva el objeto entero nuevamente, para poder así hacer el chaining methods.

class Account {

  // Public fields

  locale = navigator.language;

  // Private fields

  #movements = []

  #pin;

  constructor(owner, currency, pin) {

    this.owner = owner;

    this.currency = currency;

    this.#pin = pin;

  }

  // Public methods

  getMovements() {

    return this.#movements;

  }

  deposit(val) {

    this.#movements.push(val);

    return this;

  }

  withdraw(val) {

    this.deposit(-val);

    return this;

  }

  requestLoan(val) {

    if(this.#approveLoan(val)){

      this.deposit(val);

      console.log('Loan approve');

      return this;

    }

  }

  // Private methods

  #approveLoan(val){

    return true;

  }

}

const acc1 = new Account('Matías', 'ARG', 6666);

acc1.deposit(250);

acc1.withdraw(140);

acc1.requestLoan(1000);

console.log(acc1);

console.log(acc1.getMovements());

//Esto me da error porque es privado:

// console.log(acc1.#movements);

// console.log(acc1.#pin);

// console.log(acc1.#approveLoan(500));

// CHAINING METHODS

acc1.deposit(500).deposit(300).withdraw(400).requestLoan(4000).withdraw(1500);

console.log(acc1.getMovements());

**SEC-15: MAPTY APP: OOP, GEOLOCATION, EXTERNAL LIBRARIES, and MORE!**

**USING THE GEOLOCATION API**

Utilizamos la function **getCurrentPosition()** la cual recibe **2 parámetros**, el primero es un callback que será llamado cuando sea exitoso, y el segundo otro callback que será llamado en caso de error.

if (navigator.geolocation) {

  navigator.geolocation.getCurrentPosition(

    function (position) {

      const {latitude} = position.coords;

      const {longitude} = position.coords;

      console.log(`https://www.google.com/maps/@${latitude},${longitude}`);

    },

    function () {

      alert('Could not get your position');

    }

  );

}

**DISPLAYING A MAP USING LEAFLET LIBRARY**

Entramos en <https://leafletjs.com/index.html> incluimos el paquete Leaflet con CDN o npm, y luego copiamos el código que nos dan para usarlo en la sección Overview.

En nuestro HTML necesitaremos un **div** con **id=”map”**.

if (navigator.geolocation) {

  navigator.geolocation.getCurrentPosition(

    function (position) {

      const { latitude } = position.coords;

      const { longitude } = position.coords;

      console.log(`https://www.google.com/maps/@${latitude},${longitude}`);

// DISPLAYING A MAP USING LEAFLET

      const coords = [latitude, longitude]

      const map = L.map('map').setView(coords, 13);//el sdo parámetro es el zoom.

      //   L.tileLayer('https://tile.openstreetmap.org/{z}/{x}/{y}.png', { //imagen del mapa en URL

        L.tileLayer('https://{s}.tile.openstreetmap.fr/hot/{z}/{x}/{y}.png', {

        attribution:

          '&copy; <a href="https://www.openstreetmap.org/copyright">OpenStreetMap</a> contributors',

      }).addTo(map);

      L.marker(coords)

        .addTo(map)

        .bindPopup('A pretty CSS3 popup.<br> Easily customizable.')

        .openPopup();

    },

    function () {

      alert('Could not get your position');

    }

  );

}

**DISPLAYING A MAP MARKER**

Para ver todas las opciones que se pueden poner en el **popup** ver la documentación de Leaflet.

if (navigator.geolocation) {

  navigator.geolocation.getCurrentPosition(

    function (position) {

      const { latitude } = position.coords;

      const { longitude } = position.coords;

      console.log(`https://www.google.com/maps/@${latitude},${longitude}`);

      const coords = [latitude, longitude];

      const map = L.map('map').setView(coords, 13);

      L.tileLayer('https://{s}.tile.openstreetmap.fr/hot/{z}/{x}/{y}.png', {

        attribution:

          '&copy; <a href="https://www.openstreetmap.org/copyright">OpenStreetMap</a> contributors',

      }).addTo(map);

      // DISPLAYING A MAP MARKER

      map.on('click', function (mapEvent) {

        console.log(mapEvent);

        const { lat, lng } = mapEvent.latlng;

        L.marker([lat, lng])

          .addTo(map)

          .bindPopup(

            L.popup({

              maxWidth: 250,

              minWidth: 100,

              autoClose: false,

              closeOnClick: false,

              className: "running-popup"

            })

          )

          .setPopupContent("Workout")

          .openPopup();

      });

    },

    function () {

      alert('Could not get your position');

    }

  );

}

**RENDERING WORKOUT INPUT FORM**

'use strict';

// prettier-ignore

const months = ['January', 'February', 'March', 'April', 'May', 'June', 'July', 'August', 'September', 'October', 'November', 'December'];

const form = document.querySelector('.form');

const containerWorkouts = document.querySelector('.workouts');

const inputType = document.querySelector('.form\_\_input--type');

const inputDistance = document.querySelector('.form\_\_input--distance');

const inputDuration = document.querySelector('.form\_\_input--duration');

const inputCadence = document.querySelector('.form\_\_input--cadence');

const inputElevation = document.querySelector('.form\_\_input--elevation');

let map;

let mapEvent;

// USING GEOLOCATION

if (navigator.geolocation) {

  navigator.geolocation.getCurrentPosition(

    function (position) {

      const { latitude } = position.coords;

      const { longitude } = position.coords;

      console.log(`https://www.google.com/maps/@${latitude},${longitude}`);

      // DISPLAYING A MAP USING LEAFLET

      const coords = [latitude, longitude];

      map = L.map('map').setView(coords, 13); //el sdo parámetro es el zoom.

      //console.log("MAP", map);

      //   L.tileLayer('https://tile.openstreetmap.org/{z}/{x}/{y}.png', { //imagen del mapa en URL

      L.tileLayer('https://{s}.tile.openstreetmap.fr/hot/{z}/{x}/{y}.png', {

        attribution:

          '&copy; <a href="https://www.openstreetmap.org/copyright">OpenStreetMap</a> contributors',

      }).addTo(map);

      // Handling clicks on map

      map.on('click', function (mapE) {

        mapEvent = mapE;

        //RENDERING A FORM

        form.classList.remove('hidden');

        inputDistance.focus();

      });

    },

    function () {

      alert('Could not get your position');

    }

  );

}

//RENDERING A FORM

form.addEventListener('submit', function (e) {

  e.preventDefault();

  // Clear input fields

  inputCadence.value = inputDistance.value = inputDuration.value = inputElevation.value = "";

  // DISPLAYING A MAP MARKER

  console.log(mapEvent);

  const { lat, lng } = mapEvent.latlng;

  L.marker([lat, lng])

    .addTo(map)

    .bindPopup(

      L.popup({

        maxWidth: 250,

        minWidth: 100,

        autoClose: false,

        closeOnClick: false,

        className: 'running-popup',

      })

    )

    .setPopupContent('Workout')

    .openPopup();

});

inputType.addEventListener("change", function() {

  inputElevation.closest(".form\_\_row").classList.toggle("form\_\_row--hidden");

  inputCadence.closest(".form\_\_row").classList.toggle("form\_\_row--hidden");

})

**REFACTORING for PROJECT ARCHITECTURE**

'use strict';

// prettier-ignore

const months = ['January', 'February', 'March', 'April', 'May', 'June', 'July', 'August', 'September', 'October', 'November', 'December'];

const form = document.querySelector('.form');

const containerWorkouts = document.querySelector('.workouts');

const inputType = document.querySelector('.form\_\_input--type');

const inputDistance = document.querySelector('.form\_\_input--distance');

const inputDuration = document.querySelector('.form\_\_input--duration');

const inputCadence = document.querySelector('.form\_\_input--cadence');

const inputElevation = document.querySelector('.form\_\_input--elevation');

class App {

  #map;

  #mapEvent;

  constructor() {

    this.\_getPosition();

    //RENDERING A FORM

    form.addEventListener('submit', this.\_newWorkout.bind(this));

    inputType.addEventListener('change', this.\_toggleElevationField);

  }

  \_getPosition() {

    // USING GEOLOCATION

    if (navigator.geolocation) {

      navigator.geolocation.getCurrentPosition(

        this.\_loadMap.bind(this),

        function () {

          alert('Could not get your position');

        }

      );

    }

  }

  \_loadMap(position) {

    const { latitude } = position.coords;

    const { longitude } = position.coords;

    console.log(`https://www.google.com/maps/@${latitude},${longitude}`);

    // DISPLAYING A MAP USING LEAFLET

    const coords = [latitude, longitude];

    this.#map = L.map('map').setView(coords, 13); //el sdo parámetro es el zoom.

    //console.log("MAP", map);

    //   L.tileLayer('https://tile.openstreetmap.org/{z}/{x}/{y}.png', { //imagen del mapa en URL

    L.tileLayer('https://{s}.tile.openstreetmap.fr/hot/{z}/{x}/{y}.png', {

      attribution:

        '&copy; <a href="https://www.openstreetmap.org/copyright">OpenStreetMap</a> contributors',

    }).addTo(this.#map);

    // Handling clicks on map

    this.#map.on('click', this.\_showForm.bind(this));

  }

  \_showForm(mapE) {

    this.#mapEvent = mapE;

    //RENDERING A FORM

    form.classList.remove('hidden');

    inputDistance.focus();

  }

  \_toggleElevationField() {

    inputElevation.closest('.form\_\_row').classList.toggle('form\_\_row--hidden');

    inputCadence.closest('.form\_\_row').classList.toggle('form\_\_row--hidden');

  }

  \_newWorkout(e) {

    e.preventDefault();

    // Clear input fields

    inputCadence.value =

      inputDistance.value =

      inputDuration.value =

      inputElevation.value =

        '';

    // DISPLAYING A MAP MARKER

    // console.log(this.#mapEvent);

    const { lat, lng } = this.#mapEvent.latlng;

    L.marker([lat, lng])

      .addTo(this.#map)

      .bindPopup(

        L.popup({

          maxWidth: 250,

          minWidth: 100,

          autoClose: false,

          closeOnClick: false,

          className: 'running-popup',

        })

      )

      .setPopupContent('Workout')

      .openPopup();

  }

}

const app = new App();

**MANAGING WORKOUT DATA: CREATING CLASSES**

class Workout {

  date = new Date();

  id = (Date.now() + "").slice(-10);

  constructor(coords, distance, duration) {

    this.coords = coords; //[latitud, longitud]

    this.distance = distance; // in km

    this.duration = duration; // in min

  }

}

class Running extends Workout {

  constructor(coords, distance, duration, cadence) {

    super(coords, distance, duration);

    this.cadence = cadence;

    this.calcPace();

  }

  calcPace() {

    // min/km

    this.pace = this.duration / this.distance;

    return this.pace;

  }

}

class Cycling extends Workout {

  constructor(coords, distance, duration, elevationGain) {

    super(coords, distance, duration);

    this.elevationGain = elevationGain;

    this.calcSpeed();

  }

  calcSpeed() {

    // min/km

    this.spedd = this.distance / (this.duration / 60);

    return this.speed;

  }

}

**CREATING A NEW WORKOUT**

'use strict';

const form = document.querySelector('.form');

const containerWorkouts = document.querySelector('.workouts');

const inputType = document.querySelector('.form\_\_input--type');

const inputDistance = document.querySelector('.form\_\_input--distance');

const inputDuration = document.querySelector('.form\_\_input--duration');

const inputCadence = document.querySelector('.form\_\_input--cadence');

const inputElevation = document.querySelector('.form\_\_input--elevation');

class Workout {

  date = new Date();

  id = (Date.now() + '').slice(-10);

  constructor(coords, distance, duration) {

    this.coords = coords; //[latitud, longitud]

    this.distance = distance; // in km

    this.duration = duration; // in min

  }

  \_setDescription() {

    // prettier-ignore

    const months = ['January', 'February', 'March', 'April', 'May', 'June', 'July', 'August', 'September', 'October', 'November', 'December'];

    this.description = `${this.type[0].toUpperCase() + this.type.slice(1)} on ${

      months[this.date.getMonth()]

    } ${this.date.getDate()}`;

  }

}

class Running extends Workout {

  type = 'running';

  constructor(coords, distance, duration, cadence) {

    super(coords, distance, duration);

    this.cadence = cadence;

    this.calcPace();

    this.\_setDescription();

  }

  calcPace() {

    // min/km

    this.pace = this.duration / this.distance;

    return this.pace;

  }

}

class Cycling extends Workout {

  type = 'cycling';

  constructor(coords, distance, duration, elevationGain) {

    super(coords, distance, duration);

    this.elevationGain = elevationGain;

    this.calcSpeed();

    this.\_setDescription();

  }

  calcSpeed() {

    // min/km

    this.speed = this.distance / (this.duration / 60);

    return this.speed;

  }

}

// APPLICATION ARCHITECTURE

class App {

  #map;

  #mapEvent;

  #workouts = [];

  constructor() {

    this.\_getPosition();

    //RENDERING A FORM

    form.addEventListener('submit', this.\_newWorkout.bind(this));

    inputType.addEventListener('change', this.\_toggleElevationField);

  }

  \_getPosition() {

    // USING GEOLOCATION

    if (navigator.geolocation) {

      navigator.geolocation.getCurrentPosition(

        this.\_loadMap.bind(this),

        function () {

          alert('Could not get your position');

        }

      );

    }

  }

  \_loadMap(position) {

    const { latitude } = position.coords;

    const { longitude } = position.coords;

    console.log(`https://www.google.com/maps/@${latitude},${longitude}`);

    // DISPLAYING A MAP USING LEAFLET

    const coords = [latitude, longitude];

    this.#map = L.map('map').setView(coords, 13); //el sdo parámetro es el zoom.

    //console.log("MAP", map);

    //   L.tileLayer('https://tile.openstreetmap.org/{z}/{x}/{y}.png', { //imagen del mapa en URL

    L.tileLayer('https://{s}.tile.openstreetmap.fr/hot/{z}/{x}/{y}.png', {

      attribution:

        '&copy; <a href="https://www.openstreetmap.org/copyright">OpenStreetMap</a> contributors',

    }).addTo(this.#map);

    // Handling clicks on map

    this.#map.on('click', this.\_showForm.bind(this));

  }

  \_showForm(mapE) {

    this.#mapEvent = mapE;

    //RENDERING A FORM

    form.classList.remove('hidden');

    inputDistance.focus();

  }

  \_hideForm() {

    // prettier-ignore

    inputCadence.value = inputDistance.value = inputDuration.value = inputElevation.value = '';

    // form.style.display = "none"

    form.classList.add('hidden');

    // setTimeout(() => {

    //   form.getElementsByClassName.display = "grid"

    // }, 1000)

  }

  \_toggleElevationField() {

    inputElevation.closest('.form\_\_row').classList.toggle('form\_\_row--hidden');

    inputCadence.closest('.form\_\_row').classList.toggle('form\_\_row--hidden');

  }

  \_newWorkout(e) {

    const validInputs = (...inputs) => {

      return inputs.every(inp => Number.isFinite(inp));

    };

    const allPositive = (...inputs) => {

      return inputs.every(inp => inp > 0);

    };

    e.preventDefault();

    // Get data from form

    const { lat, lng } = this.#mapEvent.latlng;

    const type = inputType.value;

    const distance = Number(inputDistance.value);

    const duration = Number(inputDuration.value);

    let workout;

    // If workout is running, create running object

    if (type === 'running') {

      const cadence = Number(inputCadence.value);

      // Check if data is valid

      if (

        // !Number.isFinite(distance) ||

        // !Number.isFinite(duration) ||

        // !Number.isFinite(cadence)

        !validInputs(distance, duration, cadence) ||

        !allPositive(distance, duration, cadence)

      ) {

        return alert('Inputs have to be positive numbers!');

      }

      workout = new Running([lat, lng], distance, duration, cadence);

    }

    // If workout is cycling, create cycling object

    if (type === 'cycling') {

      const elevation = Number(inputElevation.value);

      if (

        !validInputs(distance, duration, elevation) ||

        !allPositive(distance, duration)

      ) {

        return alert('Inputs have to be positive numbers!');

      }

      workout = new Cycling([lat, lng], distance, duration, elevation);

    }

    // Add new object to workout array

    this.#workouts.push(workout);

    console.log(workout);

    // Render workout on map as marker

    this.\_renderWorkoutMarker(workout);

    // Render workout on list

    this.\_renderWorkout(workout);

    // Hide form and clear input fields

    this.\_hideForm();

  }

  \_renderWorkoutMarker(workout) {

    L.marker(workout.coords)

      .addTo(this.#map)

      .bindPopup(

        L.popup({

          maxWidth: 250,

          minWidth: 100,

          autoClose: false,

          closeOnClick: false,

          className: `${workout.type}-popup`,

        })

      )

      .setPopupContent(`${workout.type === 'running' ? '🏃‍♂️' : '🚴‍♀️'} ${workout.description}`)

      .openPopup();

  }

  \_renderWorkout(workout) {

    let html = `

      <li class="workout workout--${workout.type}" data-id="${workout.id}">

        <h2 class="workout\_\_title">${workout.description}</h2>

        <div class="workout\_\_details">

          <span class="workout\_\_icon">${

            workout.type === 'running' ? '🏃‍♂️' : '🚴‍♀️'

          }</span>

          <span class="workout\_\_value">${workout.distance}</span>

          <span class="workout\_\_unit">km</span>

        </div>

        <div class="workout\_\_details">

          <span class="workout\_\_icon">⏱</span>

          <span class="workout\_\_value">${workout.duration}</span>

          <span class="workout\_\_unit">min</span>

        </div>

    `;

    if (workout.type === 'running') {

      html +=

        `<div class="workout\_\_details">

          <span class="workout\_\_icon">⚡️</span>

          <span class="workout\_\_value">${workout.pace.toFixed(1)}</span>

          <span class="workout\_\_unit">min/km</span>

        </div>

        <div class="workout\_\_details">

          <span class="workout\_\_icon">🦶🏼</span>

          <span class="workout\_\_value">${workout.cadence}</span>

          <span class="workout\_\_unit">spm</span>

        </div>

      </li>`;

    }

    if (workout.type === 'cycling') {

      html +=

        `<div class="workout\_\_details">

          <span class="workout\_\_icon">⚡️</span>

          <span class="workout\_\_value">${workout.speed.toFixed(1)}</span>

          <span class="workout\_\_unit">km/h</span>

        </div>

        <div class="workout\_\_details">

          <span class="workout\_\_icon">⛰</span>

          <span class="workout\_\_value">${workout.elevationGain}</span>

          <span class="workout\_\_unit">m</span>

        </div>

      </li>`;

    }

    form.insertAdjacentHTML("afterend", html);

  }

}

const app = new App();